PROGRAM: 1

PRACTICAL-10

AIM: WAPP TO CREATE ARRAYS USING DIFFERENT FUNCTIONS OF NUMPY CODE:

|  |  |
| --- | --- |
| A) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int) print(arr1, end=" [+] - normal initialization\n\n") |
| B) | import numpy as np  arr2 = np.empty((3,3),dtype=int)  print(arr2, end=" [+] - empty initialization\n\n") |
| C) | import numpy as np  arr3 = np.zeros((3,3),dtype=int)  print(arr3, end=" [+] - zero initialization\n\n") |
| D) | import numpy as np  arr4 = np.ones((3,3),dtype=int)  print(arr4, end=" [+] - ones initialization\n\n") |
| E) | import numpy as np  arr5 = np.identity(3,dtype=int)  print(arr5, end=" [+] - identity initialization\n\n") |
| F) | import numpy as np  arr6 = np.full((3,3),5,dtype=int)  print(arr6, end=" [+] - full initialization\n\n") |
| G) | import numpy as np  arr7 = np.linspace(1,20, dtype=int, num=10)  print(arr7, end=" [+] - linespace initialization\n\n") |
| H) | import numpy as np  arr8 = np.arange(5, dtype=int)  print(arr8, end=" [+] - A-range initialization\n\n") |

OUTPUT:

|  |  |
| --- | --- |
| A) |  |
| B) |  |

|  |  |
| --- | --- |
| D) |  |
| E) |  |
| F) |  |
| G) |  |
| H) |  |

PROGRAM: 2

AIM: WAPP TO PERFORM FLATTEN(), RAVEL(), RESHAPE(). CODE:

|  |
| --- |
| import numpy as np a=[  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [1,2,3],[4,5,6],[7,8,9] ],  ]  arr1 = np.array(a, dtype=int)  print(arr1, end=" [+] - normal initialization of a 3d array\n\n")  flatArr1 = np.ravel(arr1)  print(flatArr1, end=" [+] - revel initialization\n\n") |
| import numpy as np a=[  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [1,2,3],[4,5,6],[7,8,9] ],  ]  arr1 = np.array(a, dtype=int)  print(arr1, end=" [+] - normal initialization of a 3d array\n\n")  flat\_arr1 = arr1.flatten('F')  print(flat\_arr1, end=" [+] - flatten initialization with 'F' order\n\n") |
| import numpy as np  arr2 = np.array([[1,2,3],[4,5,6]], dtype=int) |
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|  |
| --- |
| reshapedArr2 = np.reshape(arr2,(3,2))  print(reshapedArr2, end=" [+] - re-shapping initialization with 3,2 matrix\n\n") |

OUTPUT:

|  |
| --- |
|  |
|  |
|  |

PROGRAM: 3

AIM: WAPP TO PERFORM SLICING ON ARRAYS OF DIFFERENT SIZES. CODE:

|  |
| --- |
| import numpy as np a=[  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [10,11,12],[13,14,15],[16,17,18] ],  [ [19,20,21],[22,23,24],[25,26,27] ],  ]  arr1 = np.array([0,1,2])  print(arr1[0:2], end=" [+] - slicing with [0:2] initialization\n\n") |
| import numpy as np a=[  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [10,11,12],[13,14,15],[16,17,18] ],  [ [19,20,21],[22,23,24],[25,26,27] ],  ]  arr2 = np.array([[0,1,2], [3,4,5]])  print(arr2[0:2,1:], end=" [+] - slicing with [0:2,1:3] initialization\n\n") |
| import numpy as np a=[  [ [1,2,3],[4,5,6],[7,8,9] ],  [ [10,11,12],[13,14,15],[16,17,18] ],  [ [19,20,21],[22,23,24],[25,26,27] ],  ] |

![](data:image/png;base64,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)

|  |
| --- |
| arr3 = np.array(a)  print(arr3 [1:2,1:2,1], end=" [+] - slicing with [1:2,1:2,1] initialization\n\n") |

OUTPUT:

|  |
| --- |
|  |
|  |
|  |

PROGRAM: 4

AIM: WAPP TO USE NUMPY STATISTICAL FUNCTIONS ON ARRAY. CODE:

|  |
| --- |
| import numpy as np  arr = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int) print(arr, end=" [+] - normal initialization\n\n")  print("The Maximum element in the array is:",np.max(arr), end= " \n\n") print("The Minimum element in the array is:",np.min(arr), end= " \n\n") print("The Mean of the array is:",np.mean(arr), end= " \n\n")  print("The Median of the array is:",np.median(arr), end= " \n\n") print("The Standard Deviation of the array is:",np.std(arr), end= " \n\n") print("The Varience of the array is:",np.var(arr), end= " \n\n")  print("The Avarage of the elements in the array is:",np.average(arr), end= " \n\n")  print("The Percentile of the array is:",np.percentile(arr, 50), end= " \n\n") |

OUTPUT:

|  |
| --- |
|  |

PROGRAM: 5

AIM: WAPP USING ARITHMETICAL OPERATIONS AND FUCTIONS ON ARRAYS. CODE:

|  |  |
| --- | --- |
| A) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"Addition of two arrays:\n{arr1} +\n{arr2}\n\nAns: \n {np.add(arr1,arr2)}", end= " Using numpy add function") |
| B) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"\n\nSubtraction of two arrays:\n{arr1} -\n{arr2}\n\nAns: \n {np.subtract(arr1,arr2)}", end= " Using numpy subtract function") |
| C) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"\n\nMultiplication of two arrays:\n{arr1} x\n{arr2}\n\nAns: \n {np.multiply(arr1,arr2)}", end= " Using numpy multiply function") |
| D) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"\n\nDivision of two arrays:\n{arr1} /\n{arr2}\n\nAns: \n {np.divide(arr1,arr2)}", end= " Using numpy divide function") |
| E) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"\n\nModulo of two arrays:\n{arr1} %\n{arr2}\n\nAns: \n {np.mod(arr1,arr2)}", end= " Using numpy modulo function") |
| F) | import numpy as np  arr1 = np.array([[0,1,2], [3,4,5], [6,7,8]], dtype=int)  arr2 = np.array([[9,8,7],[6,5,4],[3,2,1]], dtype=int)  print(f"\n\nPower of two arrays:\n{arr1} ^\n{arr2}\n\nAns: \n {np.power(arr1,arr2)}", end= " Using numpy power function") |

OUTPUT:

|  |
| --- |
|  |

|  |
| --- |
|  |
|  |
|  |
|  |
|  |